**1Introduction to the print() function in python**

Python print() function prints the message to the screen or any other standard output device.

*# print() function example*

print("GeeksforGeeks")

a = [1, 2, 'gfg']

print(a)

In this example, we have 2 variables integer and [string](https://www.geeksforgeeks.org/python-string/). We are printing all variables with print() function.

name = "John"

age = 30

print("Name:", name)

print("Age:", age)

**2.Formatting outputs using f-strings and format()**

*f-strings (formatted string literals) are a way to embed expressions inside string literals in Python, using curly braces {}. They provide an easy and readable way to format strings dynamically.*

*name = "Alice"  
age = 30  
sentence = f"My name is {name} and I am {age} years old."  
print(sentence)  
Output:  
My name is Alice and I am 30 years old.*

**3. Using input() function to read user input from the keyword**

**Python input() function** is used to take user input. By default, it returns the user input in form of a string.

***Syntax:***

*input(prompt)*

***prompt [optional]:*** *any string value to display as input message*

*Ex: input(“What is your name? “)*

***Returns:*** *Return a string value as input by the user.*

**4.Converting user input into different data types(e. int ,float , etc)**

*# Taking input as string*

color = input("What color is rose?: ")

print(color)

*# Taking input as int*

*# Typecasting to int*

n = int(input("How many roses?: "))

print(n)

*# Taking input as float*

*# Typecasting to float*

price = float(input("Price of each rose?: "))

print(price)

**Output:**

What color is rose?: red  
red  
How many roses?: 10  
10  
Price of each rose?: 15.50  
15.5

**5.Opening files in different modes(‘r’,’w’,’a’,’r+’,’w+’)**

### **Append Mode in Python with ‘a’**

In ‘a’ mode, the file is opened for writing, positioned at the end if it exists, creates a new empty file if not, appends data without altering existing content, and disallows reading

with open('example.txt', 'a') as file:

    file.write('Appended text\n')

The ‘w’ is for write-only mode, and ‘w+’ is for both write and read mode. Use ‘w+’ if you need to both write and read data from the file, while ‘w’ is for writing data and overwriting the file’s contents.

### **Write a file in Python with ‘w’**

It opens the file for writing. If the file exists, it truncates (clears) its content. If the file doesn’t exist, Python creates a new, empty file. Reading from the file is not allowed in this mode.

with open('example.txt', 'w') as file:

    file.write('This will overwrite existing content')

### **Write and Read Mode in Python with ‘w+’**

In ‘w+’ mode, the file is opened for both reading and writing, existing content is cleared, a new empty file is created if it doesn’t exist, and the file pointer is positioned at the beginning.

* Python3

|  |
| --- |
| with open('example.txt', 'w+') as file:      file.write('This will overwrite existing content')      file.seek(0)  # Move the pointer to the beginning      content **=** file.read()      print(content) |

The ‘r’ is for reading only, and ‘r+’ is for both reading and writing. Be cautious when using ‘r+’ as it can potentially overwrite or modify the existing content of the file.

### **Read mode in Python with ‘r’**

This code segment opens a file named ‘file\_r.txt’ in ‘read’ mode (‘r’). It then reads the content of the file using the .read() method and stores it in the variable content. The ‘r’ mode is used for reading files, and it will raise a FileNotFoundError if the file does not exist.

with open('example.txt', 'r') as file\_r:

    content **=** file\_r.read()

    print('Content in "r":', content)

### **Read and Write Mode in Python with ‘r+’**

In ‘r+’ mode, the file is opened for both reading and writing without truncation, and the file pointer is positioned at the beginning. If the file doesn’t exist, a FileNotFoundError is raised.

|  |
| --- |
| with open('example.txt', 'r+') as file:      content **=** file.read()      print(content)      file.write('Appending new content') |

**6.Using the open() function to create and access files**

The Python open() function is used to open internally stored files. It returns the contents of the file as Python objects.

## Python open() Function Syntax

The open() function in [Python](https://www.geeksforgeeks.org/python-programming-language/) has the following syntax:

***Syntax:*** *open(file\_name, mode)*

***Parameters:***

***file\_name:*** *This parameter as the name suggests, is the name of the file that we want to open.*

***mode:*** *This parameter is a string that is used to specify the mode in which the file is to be opened. The following strings can be used to activate a specific mode:*

* ***“r”:*** *This string is used to read(only) the file. It is passed as default if no parameter is supplied and returns an error if no such file exists.*
* ***“w”:*** *This string is used for writing on/over the file. If the file with the supplied name doesn’t exist, it creates one for you.*
* ***“a”:*** *This string is used to add(append) content to an existing file. If no such file exists, it creates one for you.*
* ***“x”:*** *This string is used to create a specific file.*
* ***“b”:*** *This string is used when the user wants to handle the file in binary mode. This is generally used to handle image files.*
* ***“t”:*** *This string is used to handle files in text mode. By default, the open() function uses the text mode.*

In [Python](https://www.geeksforgeeks.org/python-programming-language/), we can open a file by using the open() function already provided to us by Python. By using the open() function, we can open a file in the current directory as well as a file located in a specified location with the help of its path. In this example, we are opening a file “gfg.txt” located in the current directory and “gfg1.txt” located in a specified location.

* Python3

|  |
| --- |
| # opens gfg text file of the current directory  f **=** open("gfg.txt")    # specifying the full path  f **=** open("C:/HP/Desktop/gfg1.txt") |

## open() Function in Python Examples

Let us see a few examples of the Python open() function.

### **Creating a Text File**

The open() function in Python can be used to create a file. Here we will be creating a text file named “geeksforgeeks.txt”.

created\_file **=** open("geeksforgeeks.txt","x")

# Check the file

print(open("geeksforgeeks.txt","r").read() **==** False)

**Output:**

False

**7.Closing files using close()**

The close() method closes an open file.

You should always close your files, in some cases, due to buffering, changes made to a file may not show until you close the file.

file.close()

**8.Reading from a files using read(),readline(),readlines()**

Python readline() method will return a line from the [file when called](https://www.edureka.co/blog/file-handling-in-python/).
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readlines() method will return all the lines in a file in the format of a [list](https://www.edureka.co/blog/lists-in-python/) where each element is a line in the file.
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**Python readline() syntax**

file = open("filename.txt", "r")

file.readline()

The readline method takes one parameter i.e size, the default value for the size parameter is -1. It means that the method will return the whole line. It is an optional parameter, we can specify the number of bytes from a line to return.

**readlines() Syntax**

file = open("filename.txt","r")

file.readlines()

The readlines method takes one parameter i.e hint, the default value for the hint parameter is -1. It means that the method will return all the lines. If we specify the hint parameter, the lines exceeding the number of bytes from the hint parameter will not be returned by the readlines method.

**9.Writing to a file using write() and writelines()**

The write() function will write the content in the file without adding any extra characters.

**Syntax**:

# Writes string content referenced by file object.

file\_name.write(content)

As per the syntax, the string that is passed to the write() function is written into the opened file. The string may include numbers, special characters, or symbols. While writing data to a file, we must know that the write function does not add a newline character(\n) to the end of the string. The write() function returns None.

**Example:**

* Python3

|  |
| --- |
| file **=** open("Employees.txt", "w")    **for** i **in** range(3):     name **=** input("Enter the name of the employee: ")     file.write(name)     file.write("\n")    file.close()    print("Data is written into the file.") |

**Output:**

Data is written into the file.

**Sample Run:**

Enter the name of the employee: Aditya

Enter the name of the employee: Aditi

Enter the name of the employee: Anil

### writelines() function

This function writes the content of a list to a file.

**Syntax**:

# write all the strings present in the list "list\_of\_lines"

# referenced by file object.

file\_name.writelines(list\_of\_lines)

As per the syntax, the list of strings that is passed to the writelines() function is written into the opened file. Similar to the write() function, the writelines() function does not add a newline character(\n) to the end of the string.

**Example:**

* Python3

|  |
| --- |
| file1 **=** open("Employees.txt", "w")  lst **=** []  **for** i **in** range(3):      name **=** input("Enter the name of the employee: ")      lst.append(name **+** '\n')    file1.writelines(lst)  file1.close()  print("Data is written into the file.") |

**Output:**

Data is written into the file.

**Sample Run:**

Enter the name of the employee: Rhea

Enter the name of the employee: Rohan

Enter the name of the employee: Rahul

*The only difference between the* ***write()*** *and* ***writelines()*** *is that write() is used to write a string to an already opened file while writelines() method is used to write a list of strings in an opened file.*

**10.Introduction to exceptions and how to handle them using try,except and finally**

An Exception is an Unexpected Event, which occurs during the execution of the program. It is also known as a **run time error**. When that error occurs, [Python](https://www.geeksforgeeks.org/python-programming-language/) generates an exception during the execution and that can be handled, which prevents your program from interrupting.

In this code, The system can not divide the number with zero so an exception is raised.

a = 5

b = 0

print(a/b)

**Output**

Traceback (most recent call last):

File "/home/8a10be6ca075391a8b174e0987a3e7f5.py", line 3, in <module>

print(a/b)

ZeroDivisionError: division by zero

## Exception handling with try, except, else, and finally

* **Try**: This block will test the excepted error to occur
* **Except**:  Here you can handle the error
* **Else**: If there is no exception then this block will be executed
* **Finally**: Finally block always gets executed either exception is generated or not

### Working of ‘**try’** and **‘except’**

Let’s first understand how the [Python try and except](https://www.geeksforgeeks.org/python-try-except/) works

* First **try** clause is executed i.e. the code between **try** and **except** clause.
* If there is no exception, then only **try** clause will run, **except** clause will not get executed.
* If any exception occurs, the **try** clause will be skipped and **except** clause will run.
* If any exception occurs, but the **except** clause within the code doesn’t handle it, it is passed on to the outer **try** statements. If the exception is left unhandled, then the execution stops.
* A **try** statement can have more than one **except** clause.
* *# Python code to illustrate working of try()*
* **def** divide(x, y):
* **try**:
* *# Floor Division : Gives only Fractional*
* *# Part as Answer*
* result = x // y
* print("Yeah ! Your answer is :", result)
* **except** **ZeroDivisionError**:
* print("Sorry ! You are dividing by zero ")
* *# Look at parameters and note the working of Program*
* divide(3, 2)
* divide(3, 0)

**O/P:**

Yeah ! Your answer is : 1

Sorry ! You are dividing by zero

**11.understanding multiple exceptions and custom exceptions.**

Here’s an example that demonstrates how to use multiple except clauses to handle different exceptions:

**try**:

x = int(input("Enter a number: "))

result = 10 / x

**except** **ZeroDivisionError**:

print("You cannot divide by zero.")

**except** **ValueError**:

print("Invalid input. Please enter a valid number.")

**except** **Exception** **as** e:

print(f"An error occurred: **{**e**}**")

**Output:**

Enter a number: An error occurred: EOF when reading a line

## Custom Exceptions:

Python also enables you to define your custom exceptions by creating a new class that inherits from the ‘Exception’ class or its subclasses. Custom exceptions can be helpful when you want to provide more specific details about the error or handle specific scenarios differently.

class CustomException(Exception):  
 pass  
  
try:  
 # Code that might raise a custom exception  
except CustomException as e:  
 # Exception handling code for CustomException

In the above code, if a ‘CustomException’ is raised, the corresponding ‘except’ block will handle it.

**12.Understanding the concepts of classes,objects,attributes and methods in python**

A class in Python is a user-defined template for creating objects. It bundles data and functions together, making it easier to manage and use them. When we create a new class, we define a new type of object. We can then create multiple instances of this object type.

Classes are created using **class keyword**. Attributes are variables defined inside the class and represent the properties of the class. Attributes can be accessed using the dot**. operator** (e.g., MyClass.my\_attribute).

## Create a Class

*# define a class*

**class** **Dog**:

sound = "bark" *# class attribute*

## Create Object

An Object is an instance of a Class. It represents a specific implementation of the class and holds its own data.

Now, let’s create an object from **Dog class.**

**class** **Dog**:

sound = "bark"

*# Create an object from the class*

dog1 = Dog()

*# Access the class attribute*

print(dog1.sound)

**sound attribute** is a class attribute. It is shared across all instances of Dog class, so can be directly accessed through instance **dog1**.

**13.Differeent between local and global variables**

**Python Global variables** are those which are not defined inside any function and have a global scope whereas Python **local variables** are those which are defined inside a function and their scope is limited to that function only. In other words, we can say that local variables are accessible only inside the function in which it was initialized whereas the global variables are accessible throughout the program and inside every function.

## Python Local Variables

Local variables in Python are those which are initialized inside a function and belong only to that particular function. It cannot be accessed anywhere outside the function. Let’s see how to create a local variable.

a = 1

*# Uses global because there is no local 'a'*

**def** f():

print('Inside f() : ', a)

*# Variable 'a' is redefined as a local*

**def** g():

a = 2

print('Inside g() : ', a)

*# Uses global keyword to modify global 'a'*

**def** h():

**global** a

a = 3

print('Inside h() : ', a)

*# Global scope*

print('global : ', a)

f()

print('global : ', a)

g()

print('global : ', a)

h()

print('global : ', a)

**Output**

global : 1

Inside f() : 1

global : 1

Inside g() : 2

global : 1

Inside h() : 3

global : 3

**14.Single, multilevel,multiple ,hierarchical and hybrid inheritance in python**

Inheritance is a fundamental concept in [object-oriented programming](https://www.geeksforgeeks.org/python-oops-concepts/)(OOP) that allows a class (called a child or derived class) to inherit attributes and methods from another class (called a parent or base class). This promotes code reuse, modularity, and a hierarchical class structure.

## Types of Python Inheritance

1. **Single Inheritance**: A child class inherits from one parent class.
2. **Multiple Inheritance**: A child class inherits from more than one parent class.
3. **Multilevel Inheritance**: A class is derived from a class which is also derived from another class.
4. **Hierarchical Inheritance**: Multiple classes inherit from a single parent class.
5. **Hybrid Inheritance**: A combination of more than one type of inheritance.

*# 1. Single Inheritance*

**class** **Person**:

**def** \_\_init\_\_(self, name):

self.name = name

**class** **Employee**(Person): *# Employee inherits from Person*

**def** \_\_init\_\_(self, name, salary):

super().\_\_init\_\_(name)

self.salary = salary

*# 2. Multiple Inheritance*

**class** **Job**:

**def** \_\_init\_\_(self, salary):

self.salary = salary

**class** **EmployeePersonJob**(Employee, Job): *# Inherits from both Employee and Job*

**def** \_\_init\_\_(self, name, salary):

Employee.\_\_init\_\_(self, name, salary) *# Initialize Employee*

Job.\_\_init\_\_(self, salary) *# Initialize Job*

*# 3. Multilevel Inheritance*

**class** **Manager**(EmployeePersonJob): *# Inherits from EmployeePersonJob*

**def** \_\_init\_\_(self, name, salary, department):

EmployeePersonJob.\_\_init\_\_(self, name, salary) *# Explicitly initialize EmployeePersonJob*

self.department = department

*# 4. Hierarchical Inheritance*

**class** **AssistantManager**(EmployeePersonJob): *# Inherits from EmployeePersonJob*

**def** \_\_init\_\_(self, name, salary, team\_size):

EmployeePersonJob.\_\_init\_\_(self, name, salary) *# Explicitly initialize EmployeePersonJob*

self.team\_size = team\_size

*# 5. Hybrid Inheritance (Multiple + Multilevel)*

**class** **SeniorManager**(Manager, AssistantManager): *# Inherits from both Manager and AssistantManager*

**def** \_\_init\_\_(self, name, salary, department, team\_size):

Manager.\_\_init\_\_(self, name, salary, department) *# Initialize Manager*

AssistantManager.\_\_init\_\_(self, name, salary, team\_size) *# Initialize AssistantManager*

*# Creating objects to show inheritance*

*# Single Inheritance*

emp = Employee("John", 40000)

print(emp.name, emp.salary)

*# Multiple Inheritance*

emp2 = EmployeePersonJob("Alice", 50000)

print(emp2.name, emp2.salary)

*# Multilevel Inheritance*

mgr = Manager("Bob", 60000, "HR")

print(mgr.name, mgr.salary, mgr.department)

*# Hierarchical Inheritance*

asst\_mgr = AssistantManager("Charlie", 45000, 10)

print(asst\_mgr.name, asst\_mgr.salary, asst\_mgr.team\_size)

*# Hybrid Inheritance*

sen\_mgr = SeniorManager("David", 70000, "Finance", 20)

print(sen\_mgr.name, sen\_mgr.salary, sen\_mgr.department, sen\_mgr.team\_size)

**Output**

John 40000

Alice 50000

Bob 60000 HR

Charlie 45000 10

David 70000 Finance 20

**15.Using the super() function to access properties of the parent class**

n [Python](https://www.geeksforgeeks.org/python-programming-language/), the super() function is used to refer to the parent class or superclass. It allows you to call methods defined in the superclass from the subclass, enabling you to extend and customize the functionality inherited from the parent class.

**class** **Emp**():

**def** \_\_init\_\_(self, id, name, Add):

self.id = id

self.name = name

self.Add = Add

*# Class freelancer inherits EMP*

**class** **Freelance**(Emp):

**def** \_\_init\_\_(self, id, name, Add, Emails):

super().\_\_init\_\_(id, name, Add)

self.Emails = Emails

Emp\_1 = Freelance(103, "Suraj kr gupta", "Noida" , "KKK@gmails")

print('The ID is:', Emp\_1.id)

print('The Name is:', Emp\_1.name)

print('The Address is:', Emp\_1.Add)

print('The Emails is:', Emp\_1.Emails)

**Output :**

The ID is: 103  
The Name is: Suraj kr gupta  
The Address is: Noida  
The Emails is: KKK@gmails

**16.Method overloading:defining multiple methods with same name but different parameters.**

**Method Overloading:**

Two or more methods have the same name but different numbers of parameters or different types of parameters, or both. These methods are called overloaded methods and this is called method overloading.

*# First product method.*

*# Takes two argument and print their*

*# product*

**def** product(a, b):

p = a \* b

print(p)

*# Second product method*

*# Takes three argument and print their*

*# product*

**def** product(a, b, c):

p = a \* b\*c

print(p)

*# Uncommenting the below line shows an error*

*# product(4, 5)*

*# This line will call the second product method*

product(4, 5, 5)

**Output**

100

**17.method overriding : redefining a parent class method in the child class**

Method overriding is an ability of any object-oriented programming language that allows a subclass or child class to provide a specific implementation of a method that is already provided by one of its super-classes or parent classes. When a method in a subclass has the same name, the same parameters or signature, and same return type(or sub-type) as a method in its super-class, then the method in the subclass is said to **override** the method in the super-class.

*# Python program to demonstrate*

*# Defining parent class*

**class** **Parent**():

*# Constructor*

**def** \_\_init\_\_(self):

self.value = "Inside Parent"

*# Parent's show method*

**def** show(self):

print(self.value)

*# Defining child class*

**class** **Child**(Parent):

*# Constructor*

**def** \_\_init\_\_(self):

super().\_\_init\_\_() *# Call parent constructor*

self.value = "Inside Child"

*# Child's show method*

**def** show(self):

print(self.value)

*# Driver's code*

obj1 = Parent()

obj2 = Child()

obj1.show() *# Should print "Inside Parent"*

obj2.show() *# Should print "Inside Child"*

**Output:**

Inside Parent  
Inside Child

**18.Intoduction to SQLite3 and pyMYSQL for database connectivity**

Connecting to the SQLite Database can be established using the **connect()** method, passing the name of the database to be accessed as a parameter. If that database does not exist, then it’ll be created.

sqliteConnection = sqlite3.connect('sql.db')

But what if you want to execute some queries after the connection is being made. For that, a cursor has to be created using the**cursor()** method on the connection instance, which will execute our SQL queries.

cursor = sqliteConnection.cursor()

print('DB Init')

The SQL query to be executed can be written in form of a string, and then executed by calling the **execute()**method on the cursor object. Then, the result can be fetched from the server by using the **fetchall()** method, which in this case, is the SQLite Version Number.

query = 'SQL query;'

cursor.execute(query)

result = cursor.fetchall()

print('SQLite Version is {}'.format(result))

Consider the below example where we will connect to an SQLite database and will run a simple query select sqlite\_version(); to find the version of the SQLite we are using.

**Example:**

* Python

|  |
| --- |
| **import** sqlite3    **try**:        # Connect to DB and create a cursor      sqliteConnection **=** sqlite3.connect('sql.db')      cursor **=** sqliteConnection.cursor()      print('DB Init')        # Write a query and execute it with cursor      query **=** 'select sqlite\_version();'      cursor.execute(query)        # Fetch and output result      result **=** cursor.fetchall()  **print**('SQLite Version is {}'.format(result))        # Close the cursor      cursor.close()    # Handle errors  **except** sqlite3.Error as error:      print('Error occurred - ', error)    # Close DB Connection irrespective of success  # or failure  **finally**:    **if** sqliteConnection:          sqliteConnection.close()          print('SQLite Connection closed') |

**Output:**

![](data:image/png;base64,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)

The mysql.connector provides the connect() method used to create a connection between the MySQL database and the Python application. The syntax is given below.

Syntax:

Conn\_obj= mysql.connector.connect(host = <hostname>, user = <username>, passwd = <password>)

The **connect(**) function accepts the following arguments.

**Hostname** – It represents the server name or IP address on which MySQL is running.  
**Username** – It represents the name of the user that we use to work with the MySQL server. By default, the username for the MySQL database is root.  
**Password** – The password is provided at the time of installing the MySQL database. We don’t need to pass a password if we are using the root.  
**Database** – It specifies the database name which we want to connect. This argument is used when we have multiple databases.

In the following example we will be connecting to MySQL database using connect()  
**Example:**

* Python3

|  |
| --- |
| # Python program to connect  # to mysql database      **import** mysql.connector      # Connecting from the server  conn **=** mysql.connector.connect(user **=** 'username',                                 host **=** 'localhost',                                database **=** 'database\_name')    print(conn)    # Disconnecting from the server  conn.close() |

**Output:**

![python-mysql-connect-1](data:image/png;base64,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)

**19.Creating and executing SQL queries from python using these connectors**

For that, we need to install the [MySQL Connector](https://dev.mysql.com/doc/connector-python/en/) Python library. To do this, follow [the instructions](https://dev.mysql.com/doc/connector-python/en/connector-python-installation.html), or just use pip:

pip install mysql-connector-python

### Importing Libraries

As with every project in Python, the very first thing we want to do is import our libraries.

It is best practice to import all the libraries we are going to use at the beginning of the project, so people reading or reviewing our code know roughly what is coming up so there are no surprises.

import mysql.connector

from mysql.connector import Error

## Connecting to MySQL Server

By this point we should have [MySQL Community Server](https://dev.mysql.com/downloads/mysql/) set up on our system. Now we need to write some code in Python that lets us establish a connection to that server.

def create\_server\_connection(host\_name, user\_name, user\_password):

connection = None

try:

connection = mysql.connector.connect(

host=host\_name,

user=user\_name,

passwd=user\_password

)

print("MySQL Database connection successful")

except Error as err:

print(f"Error: '{err}'")

return connection

**20.using re.search() and re.match() functions in python’s re module for pattern matching**

The**re.search()** and **re.match()** both are functions of re module in python. These functions are very efficient and fast for searching in strings. The function searches for some substring in a string and returns a match object if found, else it returns none.

There is a difference between the use of both functions. Both return the first match of a substring found in the string, but **re.match()** searches only from the beginning of the string and return match object if found. But if a match of substring is found somewhere in the middle of the string, it returns none.   
While **re.search()** searches for the whole string even if the string contains multi-lines and tries to find a match of the substring in all the lines of string.

*# import re module*

**import** **re**

Substring ='string'

String1 ='''We are learning regex with geeksforgeeks

regex is very useful for string matching.

It is fast too.'''

String2 ='''string We are learning regex with geeksforgeeks

regex is very useful for string matching.

It is fast too.'''

*# Use of re.search() Method*

print(re.search(Substring, String1, re.IGNORECASE))

*# Use of re.match() Method*

print(re.match(Substring, String1, re.IGNORECASE))

*# Use of re.search() Method*

print(re.search(Substring, String2, re.IGNORECASE))

*# Use of re.match() Method*

print(re.match(Substring, String2, re.IGNORECASE))

**Output :**

<re.Match object; span=(69, 75), match='string'>  
None  
<re.Match object; span=(0, 6), match='string'>  
<re.Match object; span=(0, 6), match='string'>

**21.Different between search and match.**

String match() and String search() The match() method returns an array of matches. The search() method returns the position of the first match.